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C/C++ 语言中表达式的求值 
 

裘宗燕 
北京大学数学学院信息科学系 

本文基本内容发表于《编程高手》杂志 2004 年第 12 期 
 

经常可以在一些讨论组里看到下面的提问：“谁知道下面 C 语句给 n 赋什么值？” 

  m = 1; n = m+++m++; 
最近有位不相识的朋友发 email 给我，问为什么在某个 C++系统里，下面表达式打印出两个

4，而不是 4 和 5： 
  a = 4; cout << a++ << a; 
C++ 不是规定 << 操作左结合吗？是 C++ 书上写错了，还是这个系统的实现有问题？ 
 

要弄清这些，需要理解的一个问题是：如果程序里某处修改了一个变量（通过赋值、增

量/减量操作等），什么时候从该变量能够取到新值？有人可能说，“这算什么问题！我修改

了变量，再从这个变量取值，取到的当然是修改后的值！”其实事情并不这么简单。 
 

C/C++ 语言是“基于表达式的语言”，所有计算（包括赋值）都在表达式里完成。“x = 
1;”就是表达式“x = 1”后加表示语句结束的分号。要弄清程序的意义，首先要理解表达式

的意义，也就是：1）表达式所确定的计算过程；2）它对环境（可以把环境看作当时可用的

所有变量）的影响。如果一个表达式（或子表达式）只计算出值而不改变环境，我们就说它

是引用透明的，这种表达式早算晚算对其他计算没有影响（不改变计算的环境。当然，它的

值可能受到其他计算的影响）。如果一个表达式不仅算出一个值，还修改了环境，就说这个

表达式有副作用（因为它多做了额外的事）。a++ 就是有副作用的表达式。这些说法也适用

于其他语言里的类似问题。 
 

现在问题变成：如果 C/C++ 程序里的某个表达式（部分）有副作用，这种副作用何时

才能实际体现到使用中？为使问题更清楚，我们假定程序里有代码片段“...a[i]++ ... a[j] ...”，
假定当时 i 与 j 的值恰好相等（a[i] 和 a[j] 正好引用同一数组元素）；假定 a[i]++ 确实在 a[j] 
之前计算；再假定其间没有其他修改 a[i] 的动作。在这些假定下，a[i]++ 对 a[i] 的修改能

反映到 a[j] 的求值中吗？注意：由于 i 与 j 相等的问题无法静态判定，在目标代码里，这

两个数组元素访问（对内存的访问）必然通过两段独立代码完成。现代计算机的计算都在寄

存器里做，问题现在变成：在取 a[j] 值的代码执行之前，a[i] 更新的值是否已经被（从寄

存器）保存到内存？如果了解语言在这方面的规定，这个问题的答案就清楚了。 
 

程序语言通常都规定了执行中变量修改的最晚实现时刻（称为顺序点、序点或执行点）。

程序执行中存在一系列顺序点（时刻），语言保证一旦执行到达一个顺序点，在此之前发生

的所有修改（副作用）都必须实现（必须反应到随后对同一存储位置的访问中），在此之后

的所有修改都还没有发生。在顺序点之间则没有任何保证。对 C/C++ 语言这类允许表达式

有副作用的语言，顺序点的概念特别重要。 
 
现在上面问题的回答已经很清楚了：如果在 a[i]++ 和 a[j] 之间存在一个顺序点，那么

就能保证 a[j] 将取得修改之后的值；否则就不能保证。 
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C/C++语言定义（语言的参考手册）明确定义了顺序点的概念。顺序点位于： 

 
1. 每个完整表达式结束时。完整表达式包括变量初始化表达式，表达式语句，return 语句

的表达式，以及条件、循环和 switch 语句的控制表达式（for 头部有三个控制表达式）； 
2. 运算符 &&、||、?: 和逗号运算符的第一个运算对象计算之后； 
3. 函数调用中对所有实际参数和函数名表达式（需要调用的函数也可能通过表达式描述）

的求值完成之后（进入函数体之前）。 
 
假设时刻ti和ti+1是前后相继的两个顺序点，到了ti+1，任何C/C++ 系统（VC、BC等都是C/C++
系统）都必须实现ti之后发生的所有副作用。当然它们也可以不等到时刻ti+1，完全可以选择

在时段 [t, ti+1] 之间的任何时刻实现在此期间出现的副作用，因为C/C++ 语言允许这些选

择。 
 

前面讨论中假定了 a[i]++ 在 a[i] 之前做。在一个程序片段里 a[i]++ 究竟是否先做，还

与它所在的表达式确定的计算过程有关。我们都熟悉 C/C++ 语言有关优先级、结合性和括

号的规定，而出现多个运算对象时的计算顺序却常常被人们忽略。看下面例子： 

  (a + b) * (c + d)  fun(a++, b, a+5) 
这里“*”的两个运算对象中哪个先算？fun 及其三个参数按什么顺序计算？对第一个表达

式，采用任何计算顺序都没关系，因为其中的子表达式都是引用透明的。第二个例子里的实

参表达式出现了副作用，计算顺序就非常重要了。少数语言明确规定了运算对象的计算顺序

（Java 规定从左到右），C/C++ 则有意不予规定，既没有规定大多数二元运算的两个对象的

计算顺序（除了&&、|| 和 ，），也没有规定函数参数和被调函数的计算顺序。在计算第二个

表达式时，首先按照某种顺序算 fun、a++、b 和 a+5，之后是顺序点，而后进入函数执行。 
 

不少书籍在这些问题上有错（包括一些很流行的书）。例如说 C/C++ 先算左边（或右边），

或者说某个 C/C++ 系统先计算某一边。这些说法都是错误的！一个 C/C++ 系统可以永远先

算左边或永远先算右边，也可以有时先算左边有时先算右边，或在同一表达式里有时先算左

边有时先算右边。不同系统可能采用不同的顺序（因为都符合语言标准）；同一系统的不同

版本完全可以采用不同方式；同一版本在不同优化方式下，在不同位置都可能采用不同顺序。

因为这些做法都符合语言规范。在这里还要注意顺序点的问题：即使某一边的表达式先算了，

其副作用也可能没有反映到内存，因此对另一边的计算没有影响。 
 
回到前面的例子：“谁知道下面 C 语句给 n 赋什么值？” 

  m = 1; n = m++ +m++; 
正确回答是：不知道！语言没有规定它应该算出什么，结果完全依赖具体系统在具体上下文

中的具体处理。其中牵涉到运算对象的求值顺序和变量修改的实现时刻问题。对于： 
  cout << a++ << a; 
我们知道它是 

(cout.operator <<(a++)).operator << (a); 
的简写。先看外层函数调用，这里需要算出所用函数（由加下划线的一段得到），还需要计

算 a 的值。语言没有规定哪个先算。如果真的先算函数，这一计算中出现了另一次函数调用，

在被调函数体执行前有一个顺序点，那时 a++的副作用就会实现。如果是先算参数，求出 a
的值 4，而后计算函数时的副作用当然不会改变它（这种情况下输出两个 4）。当然，这些只
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是假设，实际应该说的是：这种东西根本不该写，讨论其效果没有意义。 
 

有人可能说，为什么人们设计 C/C++时不把顺序规定清楚，免去这些麻烦？C/C++ 语
言的做法完全是有意而为，其目的就是允许编译器采用任何求值顺序，使编译器在优化中可

以根据需要调整实现表达式求值的指令序列，以得到效率更高的代码。像 Java 那样严格规

定表达式的求值顺序和效果，不仅限制了语言的实现方式，还要求更频繁的内存访问（以实

现副作用），这些可能带来可观的效率损失。应该说，在这个问题上，C/C++和 Java 的选择

都贯彻了它们各自的设计原则，各有所获（C/C++ 潜在的效率，Java 更清晰的程序行为），

当然也都有所失。还应该指出，大部分程序设计语言实际上都采用了类似 C/C++的规定。 
 
讨论了这么多，应该得到什么结论呢？C/C++ 语言的规定告诉我们，任何依赖于特定

计算顺序、依赖于在顺序点之间实现修改效果的表达式，其结果都没有保证。程序设计中应

该贯彻的规则是：如果在任何“完整表达式”（形成一段由顺序点结束的计算）里存在对同

一“变量”的多个引用，那么表达式里就不应该出现对这一“变量”的副作用。否则就不能

保证得到预期结果。注意：这里的问题不是在某个系统里试一试的问题，因为我们不可能试

验所有可能的表达式组合形式以及所有可能的上下文。这里讨论的是语言，而不是某个实现。

总而言之，绝不要写这种表达式，否则我们或早或晚会某种环境中遇到麻烦。 
 
后记：去年参加一个学术会议，看到有同行写文章讨论某个 C 系统里表达式究竟按什么顺

序求值，并总结出一些“规律”。从讨论中了解到某“程序员水平考试”出了这类题目。这

使我感到很不安。今年给一个教师学习班讲课，发现许多专业课教师也对这一基本问题也不

甚明了，更觉得问题确实严重。因此整理出这篇短文供大家参考。 
 
后后记：4 年多过去了，许多新的和老的教科书仍然在不厌其烦地讨论在 C 语言里原本并无

意义的问题（如本文所指出的）。希望学习和使用 C 语言的人不要陷入其中。——2009.2 


